cheat.sh is the scripting cheatsheet

SHELL SCRIPTING:

It is a series of commands put together in a text file and execute them. Instead of executing every time

* It is not mandatory that always shell scripting file ends with a .Sh extension but it will tell u on seeing that it is a clear shell file
* Shell script written in one shell doesn’t run in other shell.
* System related things, daily tasks, automation we go with scripting, where as we will go for programming for business applications

SHELL:

A shell is a command line interpreter which takes the command from users and execute them.

It acts as an interface between kernel and user. Since we always work on CLI. Cli is present in shell

(Interpreter means executing line by line.)

TYPES OF SHELL:

There are three types of shell

1. C shell
2. Korn shell
3. Bourne shell
4. Power shell

The latest shell is BASH (Bourne Against shell) which is most widely used and efficient.

Shell prompt for bash shell is sh

USES OF SHELL SCRIPTING:

1. Automating repetitive tasks
2. Scheduling multiple jobs at a time
3. Customizing your work environment like displaying “hey” when you logged in every time.
4. Save lot of time

Q) How to know which shell is using?

# echo $0

#! Is called shebang

It Is used to pass instruction to program **/bin/sh.**

**/bin/sh is the location of intrepeter**

HOW TO WRITE SHELL SCRIPT:

1. Open a file using vi editor with an extension. Ex: vi file1.sh
2. Start the script with shebang **#! /bin/sh**
3. Write comment with hash mark Ex: #display names
4. Write commands line by line Ex: who
5. Close vi editor by pressing EX:(esc +: +wq)
6. Now run the file. Ex: bash file1.sh (or) source file1.sh (or) ./file1.sh
7. Change permissions if required Ex: chmod u+X file1

If your script is in /home/mani/Desktop and you are in (/) then you can execute script by ./home/mani/Desktop/file1.sh

(or) source /home/mani/Desktop/file1.sh

(or) bash /home/mani/Desktop/file1.sh

SHELL SCRIPT SYNTAX:

Command option input

Ex:- cat –n filename, ls –l /home

SHELL VARIABLES:

A variable duty is to store the value. ex: a=20

1. System variables:

These are predefined variables

Ex: echo, Pwd

1. User-defined variables:

These will be defined by user

Ex: a=20

* Variable name should not start with number

{{{{{{Parameters are the variable which hold values

Argument are the values which are passed to parameters

Ex:- method (int x , int y)-----🡪parameters

Int x=25;------🡪argument1

Int y =40;---------🡪argument2

Arguments are passed during execution of program}}}}}}

1. *How to print a name?*

vi file.sh

#!

#printing a name in shell scripting

clear

var1=mark

var2=john

echo $var1 $var2

Esc+: wq

# bash file1.sh

2. *How to read user input from keyboard*?

“read” commands take input from keyboard and assign it to a variable

read is system variable

Ex: read variable (or) read name (or) read value

vi file2.sh

echo enter name of a person

read nam or read nam1 nam2 nam3

echo “entered person name is : $nam”

or echo “entered person name is : $nam1, nam2, nam3”

*-a flag for array:*

read –a names (where a flags stands for array)

echo “names : ${name[0]} , ${name[1]}”

*-p flag to print in same line:*

read -p “username :” user\_var

echo “username : $user\_var”

*-sp flag to hide text:*

This is used when typing password

read –sp password

echo “enter password: $password”

3. *How to pass an arguments*?

$0 returns script name/ also bash name

$1-$9 return whatever we pass

Beyond $9 we have to use ${10} and ${11} and so on ${n}

$$ returns pid of script we are running

$# returns arguments we have passed

$\*

$@

$n

$!

$\_

$? The status of last executed command whether it is successful or not (if returned 0 then last command executed successfully)

Ex:-

vi file7.sh

#! /bin/bash

#passing an argument

echo “the script name is: $0”

echo the first argument is :$1

echo the second argument is :$2

echo total arguments are:$#

echo status of last command:$?

running script as follows:

scriptname arg1 arg2

ex:- ./file7.sh 3 5

o/p:-

“the script name is: file7.sh”

the first argument is :3

the second argument is :5

total arguments are:2

if you have 11 arguments and don’t like to type 11 lines every time then you can go for array.

arg=(“$@”)

echo ${arg[0]} ${arg[1]} ${arg[2]}…………………………. ${arg[n]}

or $@

*Integer comparisons*:

1) -gt = greater than if [“$a” -gt “$b”]

2) -ge= greater than or equal to if [“$a” -ge “$b”]

3) -lt= less than if [“$a” -lt “$b”]

4) -le= less than or equal to if [“$a” -le “$b”]

5) -eq=equal to if [“$a” -eq “$b”]

6) -ne=not equal to if [“$a” -ne “$b”]

If you use >,>= (or) <=, < then you have to use like this ex: ((“a” <= “b”)) in integer comparison

*String comparisons*:

1) = equal to if [“$a” = “$b”]

2) != not equal to if [“$a” != “$b”]

3) > greater than if [[“$a” > “$b”]]

4) < less than if [[“$a” < “$b”]]

If you use >,>= (or) <=, < then you have to use like this ex: [[“a” <= “b”]]

4. *if then fi syntax*

if [ conditional expression ]

then

statement1

statement2.

fi

Now let us take an example

vi file9.sh

#! /bin/bash

#if then fi

clear

echo "enter count value to check if it is greater than 9"

read count

if [ $count -gt 9 ]

then

echo "yes $count is greater than 9"

fi

5. *if else fi syntax:-*

If [ conditional expression ]

then

statement1

statement2

else

statement3

statement4

fi

vi file10.sh:-

#! /bin/sh

#comparison of strings

clear

read var1

read var2

if [ "$var1" = "$var2" ]

then

echo "condition is true"

else

echo "condition is false"

fi

6. *if elif else fi syntax:-*

If [conditional expression1]

then

statement .

elif [ conditional expression2 ]

then

statement

else

statement

fi

vi file11.sh:

#! /bin/sh

#if elif else fi

clear

read var0

read var1

read var2

if [ $var0 = $var1 ]

then

echo "condition is true"

elif [ $var0 = $var2 ]

then

echo "condition elif is true"

else

echo "condition is false"

fi

7. *File test operator(testing a file)*?

File test operator is to check if file exists or not and it is a regular file or block file (img,binary,etc) or character file(data ,text)

So there are certain flags which does that

1. \c to keep the curson on same line
2. –e to check file exists or not
3. –f to check if it is regular file or not
4. –s checks if file size is greater than zero then condition is true
5. –b checks if it is block file or not
6. –c checks if it is character device file or not
7. –r checks if a file has read permission
8. –w checks if a file has write permission
9. –x checks if a file has executable permission or not
10. –O to check owner of a file
11. –u to check setuid of a file
12. –g to check setgid of a file
13. –G groupid of a file
14. –k if stickybit is applied on a file
15. –L to check symbolic link of a file

vi file12.sh:

#! /bin/bash

#file test operator

echo -e "enter filename :\c"

read file\_name

if [ -e $file\_name ]

then

echo "yes file esists"

else

echo "no file doesnt exists"

fi

7. *How to add or append data to the file in output*?

vi file13.sh

#! /bin/bash

#appending data to the output file at end

echo -e "enter filename :\c"

read file\_name

if [ -f $file\_name ]

then

if [ -w $file\_name ]

then

echo "yes file has write permission enter if you want some data to be appended"

cat >> $file\_name

else

echo "no file doesnt have write permission"

fi

else

echo "$file\_name doesnt exists"

fi

8. *Logical operators:-*

(i) &&--------------------it is used for two or more conditions

And returns true if all conditions are true

Ex:- age =25

if [ “$age” –gt 18 ] && [ “$age” –lt 50]

since 25 is in between 18 and 50 it satisfied both the conditions

vi file14.sh:

#! /bin/bash

#logical and operator

clear

echo "enter the age"

read age

if [ "$age" -gt 18 ] && [ "$age" -lt 50 ]

then

echo "yes entered age is right and condition is satisfied"

else

echo "entered age is wrong and condition is not satisfied"

fi

(ii) ||---------------------- it is used for two or more conditions and return true if one of the condition satisfies

Ex:- age =60

if [ “$age” –gt 18 ] || [ “$age” –lt 50]

here 60 >18 so first condition satisfied so it returns true

vi file15.sh:

#! /bin/bash

#logical or operator

clear

echo "enter country name"

read country

if [ "$country" = japan ] || [ "$countrty" = america ]

then

echo "$country gets indian citizenship"

else

echo "$country wont get indian citizenship"

fi

9. *Arithmetic operators:-*

+ is addition

- is subtraction

\* is multiplication

/ is division

% is modulus

Usage:-

echo $(( num1 + num2))

vi file16.sh:

#! /bin/bash

#arithmetic operators

read num1

read num2

echo "sum of two num is: $(( num1 + num2 ))"

echo "the diff of two numbers is: $(( num1 - num2 ))"

echo "the prod of two numbers is: $(( num1 \* num2 ))"

echo "the div of two numbers is: $(( num1 / num2 ))"

echo "the mod of two numbers is: $(( num1 % num2 ))"

10. *Arithmetic operators for decimals:-*

Arithmetic operators doesn’t work in case of decimals so we use a command “bc” which stands for basic calculation.

Usage:

echo “$num1 + $num2” | bc

vi file17.sh:

! /bin/bash

#arithmetic operators for decimals

clear

read num1

read num2

echo "$num1+$num2" | bc

11. *Case statement:-*

It is used to simplify nested if statements

Usage:-

read variable

case $variable in

pattern1)

Statement1;;

pattern2)

Statement2 ;;

pattern3)

Statement3;;

.

.

.

\*)

Statement default ;;

esac

in the above pic it reads a variable if the variable matches pattern1 it executes statment1 else go to next pattern and so on

if you enter invalid option it executes default statement

vi file18.sh:

read fruit

case $fruit in

"apple")

echo "Apple pie is quite tasty." ;;

"banana")

echo "I like banana nut bread." ;;

"kiwi")

echo "New Zealand is famous for kiwi." ;;

\*)

echo "entered invalid option" ;;

esac

vi file19.sh:

#! /bin/bash

#case 2 example

clear

echo "enter a character numeric or speacial character"

read value

case $value in

[a-z] )

echo "enterd value is small letters" ;;

[A-Z] )

echo "entered value is capital letters" ;;

[0-9] )

echo "entered value is numeric" ;;

? )

echo "entered value is special character" ;;

\* )

echo "invalid input"

esac

\*\*\*\*\*if caps doesn’t work type on terminal LANG=C

12. *Array variables:-*

Bash supports simple one dimensional array

ARRAYNAME=( ‘element1’ ‘element2’ ‘element3’)

element1 at 0th index position

element2 at 1st index position

element3 at 2nd index position

array length is 3

1. To print all elements of an array?

echo "${ARRAYNAME[@]}"

1. To print an element at particular index?

echo "${os[x]}" where x=index number

1. To print all the array indexes?

echo "${!os[@]}"

1. To print the array length?

echo "${#os[@]}"

1. To add an array at nth index?

ARRAYNAME[n]='xxxxx'

1. To remove nth element in an array?

unset ARRAYNAME[n]

you can also add string to an array

string=manikanth

echo “${string[0]}”

in this case there will be only one index position ie…, 0th position

vi file20.sh:

#!

#simple 1d array

os=( 'windows' 'mac' 'linux')

os[3]='solaris'

unset os[2]

echo "it prints elements of an array"

echo "${os[@]}"

echo "it prints element at that index"

echo "${os[1]}"

echo "if there are n number in an array it prints n number of indexes"

echo "${!os[@]}"

echo "to print how many elements are there in a array"

echo "${#os[@]}"

echo "adding elements in (n+1)array"

echo "to remove an element from particular index"

13. *How to display contents of a file:-*

vi file22.sh:

#! /bin/bash

#read a file

echo "enter a filename to display its content"

read file\_name

cat "$file\_name"

o/p:-

enter the full path of an file you want to see the content

1.while loop:-

Loops are used to execute statements repeatedly.

while [ condition ]

do

Statement1

Statement2

done

if the while condition is true the statements gets executed.

Loop terminates if the condition is false

vi file21.sh:

#!

#while loops

clear

i=1

while [ $i -le 10 ]

do

echo "hi $i"

((i++))

done

2. until loop:-

Until loop is similar to while loop but while loop gets executed if condition is true

But until loop executes if condition is false

until [ condition ]

do

Statements

Or

commands

done

vi file23.sh:

#!

#until loops

clear

i=1

until [ $i -gt 10 ]

do

echo "hi $i"

((i++))

done

3.for loop:-

for loop is used to execute the statements sequentially according to the condition given

if value is specified from 1 to 10 then it will execute from 1st statement to 10th statement

(I)

for variablename in list

do

command1

command2

done

here list means any numbers , words , files ,etc

(II)

for variablename in command1 command2 ............

do

$variablename

done

(III)

for (( expr1; expr2; expr3 ))

do

command1

command2

done

(IV)

for variablename in file1 file2 ………filen

do

command1 on $variablename

command2 on $variablename

done

(IV)vi file24.sh:

#! /bin/bash

#for loop2

for var in f1 f2

do

cat $var

done

(II)vi file24.sh:-

#! /bin/bash

# for loop

for var in pwd who ls

do

echo "----------$var------------------"

$var

done

1. vi file26.sh:-

#! /bin/bash

#for loop3

for fruit in apple banana orange mango

do

echo "$fruit"

done

1. vi file27.sh:-

#! /bin/bash

#for loop3

for (( i=1; i<=5; i++ ))

do

echo $i

done

4.break:-

Break is used to terminate or come out of the loop if the specified condition matches.

vi file25.sh:-

#! /bin/bash

#break

for (( i=1; i<=10; i++ ))

do

if [ $i -gt 5 ]

then

break

fi

echo $i

done

here if i>5 then iteration comes out of loop and thus stops

5.continue:-

continue means skipping the condition provided

vi file26.sh:-

#! /bin/bash

#continue

for (( i=1; i<=10; i++ ))

do

if [ "$i" -eq 5 ] || [ "$i" -eq 10 ]

then

continue

fi

echo $i

done

here the iteration skips for 5 and 10.

6.functions:

Using functions we can break down the code into smaller logical parts. so we can easily check program part by part. We can use where ever we want

Syntax:-

function function\_name () {

commands

}

function\_name arguments

(or)

name () {

commands

}

now the arguments will be passed into function\_name

vi file27.sh:-

#! /bin/bash

#functions

function name(){

echo $1 $2

}

name tom bob

here tom will be passed into name function of argument1($1)

and bob will be passed into name function of argument2($2)

7.local and global variables:

Local variables are defined inside a function where as global variables are defined out side the function

Syntax:-

function print () {

lname=$1---------------------------------🡪 local variable

}

gname=“tom”--------------------------------------🡪global variable

echo “the name is : $gname”

print max

here inside print function name is local variable ,$1 value will be stored in name

print max means max will be stored inside print function $1

but tom value will be stored in global variable of name and it echos tom name

first tom name will be printed then print function will be called and prints max

note:-

to avoid confusing about local and global variables then declare local before local variable as follows

function print () {

local lname $1---------------------------------🡪 localkeyword local variable

}

gname=“tom”--------------------------------------🡪global variable

echo “the name is : $gname”

print max

if you declare local keyword before local variable them it is restricted to that function

in this case lname is restricted to print function

8.read only:

read only command used for functions and variables. once declared read only to a variable ,and we cant over write .

syntax:-

readonly var

(or)

Readonly –f functionname

vi file29.sh:-

#! /bin/bash

#readonly

var=80

readonly var

var=50

echo $var

function hello() {

echo "Hello world"

}

hello

readonly -f hello

function hello(){

echo "Hello world again"

}

In the above example we declared var=80 and made final by declaring readonly to var even if we assign 50 to var and gives echo we still see var=80

9.debugging a script:

If you want to know where script is going wrong you can use this debugging feature and fix that bug

Syntax:-

bash –x ./filename.sh

(or)

set –x-------------------------------🡪here is the point where debugging starts

code

code

code

Set +x-----------------------------🡪 here is the point where debugging stops

vi file30.sh:

#! /bin/bash

#debugging

set -x

read a

read b

if [ "$a" -eq "$b" ]

then

echo "both numbers are same"

else

echo "both numbers are different"

fi

set +x

(or)

bash -x file30.sh

10.executing multiple script:

If there are two shell script files and you want execute them sequentially then put 2nd script in first script as follows

vi file1.sh vi file2.sh

#! /bin/bash #! /bin/bash

echo “hai” echo “gud mrng”

bash file2.sh

now run the first script

#bash file1.sh

o/p:-

hai

gud mrng

SCRIPT FOR SENDING A MAIL TO NOTIFY IF SOMETHING IS FAILED OR NOT:-

if [ $? -ne 0 ]

then

<send me email however you want to about failure>

else

<send me email about success how ever you want>

fi

REDIRECTIONS:-

Generally we give input from keyboard and output will be displayed on terminal
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We can replace keyboard and terminal with files
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I have a file where I put uptime command inside it, the result will be displayed in file2

This way is called STDIN (standard input) and STDOUT (standard output)

1. STDIN is represented as <

Ex:- mail -s subject [mani@gmail.com](mailto:mani@gmail.com) <file1

Now file1 content will be sent to mail

1. STDOUT is represented as >

Ex: - ls >file2

Now the result of ls will be stored in file2

Stdout is again classified into two types

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVEAAACjCAIAAAC8ObqzAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdQAAEnUBDCH9nAAADqRJREFUeF7tnTt227wWRuU7FjmFV0bgZAJymlRp/84ulSZdSg9ALuMubSo3sSaQeARZLizNRRcgSAh8AwTBFzaLxBYPDoB98OEpkxen02nFBQEIREPgf9HUlIpCAAKSAJqnHUAgLgJoPq54U1sIoHnaAATiIoDm44o3tYUAmqcNQCAuAmg+rnhTWwigedoABOIigObjije1hQCapw1AIC4CaD6ueFNbCKB52gAE4iKA5uOKN7WFAJqnDUAgLgJoPq54U1sIoHnaAATiIoDm44o3tYUAmqcNQCAuAmg+bLyPDx8u9HW3X+3vxD/y2t+dP6//KUlRezt1VVWDXL7CwYeHo2FW9qld5RKKVNblDMsR7z0SEM/D4wpE4PlWBOp6d8jcJ7/fPie/mj+fTofdtYppejezSBOXb+tPzBRpPolrI+Mq50aWZQ9JgjRrp3IG4ojbXgmsevWGM4OAkpohYnnvsLtN+oDs/1x3kOsglPXO6CEK3qplXxS8yqCuTyl0M1lphLnubVR5LctJA5gBATQfLEip+ioG4oosq6WqDTPN5nsQrWQ9l6jPM7tznnY0ZCkcF/qqZs0HY4jjAARYz/e4Tsq72nxWc+zHm2RBnl9R95Lr+tMXtSR4+fU7Wa7vnx7VtP7qspjB5VXetLEA63fveykgTqZIAM2Hi8rmW7ZKT3T59VJKv2bfLZNkc2mKWtbafHk9iJTHt3/haqM825UzdCnw70MAzfvQa0m73v4198qyUb9huz1gYVxcD9B5uBQH214JoPlecVY4S4RvbqOtHp/UcV3Fpcbr8nV4fan6WGuzYjJfl8X7d2v/KteV098zHoITQPPBEOujeJWD1P55q72Ya42oWwqnUykhl9b3RvLU9Hr3bZN3WiXfw+uqvCOQJOtWzmCMcdyBAJrvAM02yeNNYRqv1t8Og3JjTseHe7Vld/v8Qwl5vf2u9g2zTb0sfWp6vfu51aN8tjT/92Z+XUemENOHXmYDtpywG5ZAgLMAXJqT+eJ3cozfS8feiX7rT/LM8/vyOV3hOO3sqfqgz9xpyJVJnOFVllH6z078aspJ5OdAgPP5YFFKv3Zzlkm1onP30/6+2E/UDQM1h+iljcP67whUrDaaT+ZzRantG4JBxbE/gQvhYtiJBbm5Efjz549K8PHjR7eUWEOgigDredoFBOIigOYnHW89yE+6lBRuVgSY2083XKbgpzaxZ8Ux3XbTVjLG+TZCI92fsuBNJMxERmog3bNF893ZhUs5F8ErAsg+XEsI4RnNh6Dq5XMWgi+sNZC9V8iHTYzmh+XdltssBK8qgezbgjnR+2h+QoGZkeCR/YTajWNR0LwjsGDmsxM8sg/WFsI6RvNh+Vp6n6ngkb1lfCdlhubHD8esBY/sx29AjiXgOzmOwPo2X4DgTSQLq07f0Z6EP8b5McOwPIWYm/kc4I3ZturzRvOjxWV5gi/P85H9aM0LzU8N/bLFwGg/tfZmlodxfvzoTO3vZ3ohgux7wRjCCZoPQbXF51Jn9YVqI/sR2pZFlmjeAlKvJpEInrV9r62mT2dovk+arb6iEjyyb20Poxig+eGwRyh4ZD9c87LOCc1bo/IzjFbwyN6v4fSfGs33z7TsMXLBI/shGpl1HmjeGlVXQwSvybGT37UR9ZkOzfdJkxG+lSayb0UU2gDNByTMCF8JF9kHbHMWrtG8BaROJgi+ARuy79Sm+kmE5vvhWPCC4FuxIvtWRIEM0Hz/YBG8JVNkbwmqXzM03y9PHvbuxhPZu/HqwxrN90Ex81H4C9lF/sFcn7wSX8i+d6TNDtF8KOAI3p4ssrdn5W+J5v0Zph5YxvugRPY+9JzSonknXLXGCN6fI7L3Z2jjAc3bUGqxQfA9QGRt3xfENj9ovo1Q230E30bI7T6jvRsvd2s0787MSIHgvfDVJEb2Iahqn2i+O14E351dW0pk30ao+30035Edgu8IzjoZsrdG5WaI5t14KWsE34Waexpk786sPQWab2dUsEDwzsg8EiB7D3jVSdG8G1IE78arD2tk3wfFsw8078ATwTvA6tUU2feIE83bwkTwtqTC2CH7vriieSuSy36lpBWCCRgh+16CgObbMfIXsu2MhrJA9v6k0bwbQ/5C1o1XAGtk7wkVzbcAZBnv2cJCJEf2PlTRfBM9BO/TtoKmRfad8aL5WnQIvnOrGiYhsu/G+eJ0OnVLuexUCH4u8WWH1TVSjPMVxBC8azMa0b6wq8qpamss0HwREYJvbTRTM0D2ThFB8zlcCN6p9UzHGNnbxwLNn1khePt2M0FLZG8ZFDSfgkLwli1mymbI3iY6aF5SQvA2bWUWNsi+NUxoHsG3NpKZGfD96OaAxa55RviZCdquuMi+gVPU38nh6xx2CsJqUQRiH+d1MBkZFtWuqUw9ATQv2SB4NBIPgajn9vGEmZpCQBNgnKcxQCAuAmg+rnjPt7bHhw8X+rrbr/Z34h957e/On9f/lKSovZ260nQafX54ODZna3pzyHSw2Ii/peWCwMQJPN8KQVzvDlkxk99vn5NfzZ9Pp8PuWmknvZtZpInLt/UnZgrtN+8odX92neRt2NQ4szQbKAiM84P1rmTUlcDx4f5RiPj7dp152PwQ4l69yfH2+LYSfcGPTXpr/e598tP11aXOTlp/WR3k79ntc1HW27+pUh9vLswR+vIq7T3MYgvr0+HzSmYsr6LNevsz7XMen9QsxMWsKx/HdBPS/KCTNwNTLl8x+1NTt+wqz810u8glFKmsJ5mOMYre/PD6Ihg83uRm4Ovtj6QPyP5vprTeblWvUKVkQ6n3ueDnfe4f1M31ZqM7n1Kuqqz5PqeiaJZmQUI/Fc0LvVx+lR12en1+urgRffv50vOpusnbv7ej6M8r5nZJAtGHX+R6ceVZyvTy64ueNUrbl6+XhmnOZzL9Ow8pss+XzmXyv+kgZFPOIJFcsNPNZzWFToJY7JR7qff60xc1qL/8+m32+Ibz/d3N67t6rWftSbXa693P86SkXELhy8asl6pVOBloDdGcjdKxsQKT5ofdbdIHZP/n1nK51Z2y3hnLu4K36mVWusoylonKUfWCULIrlDA110tFVV7Lck4C/FwKcQ5gxSiQr0RqWoiqtqm7nS25zzEu51kOv42N2aZ06Sta0mCxmMY4P8bkLetrzWWiDMl6+z0dVUrzPHONaHSf71X37zjJDNWJL9KvXEafe2NVxcLyO1i9za3CukyUjew35FykeApQUHqrWbCqKMfT0PwIk7f9k1o6VOg4W/LVz/OMoJQ3hQJHLF73ifBzo2ZuoywP5uU12bMrXdlCunDj+PZPfVLTr69Wmx/PV8mmYf0lTJLhorDzUExgaRYs0NPQ/GrzLZtRy5omK+ra7rJyP7UEqBg7rU3VGHSMg5Gt3C0Kl9uSPeujeFXJZO/cbC+5uteIuoWPTpVO2qrMN9umNXqSImubDZ2Rg1mgmE5E80kcx5q8eaEdoPPwKt8yEpdGTtWF1w7KjrVWh4Hiun3WO7SNLvZ74yTOsNQjS7PoLc0ca2FrPhXN6w58vMlbGVlDn2/LV0xaaiaZ9h6it5Sjp1gnG4eoyWZM5eZ4tmZbVasuu22s28SRqzi6kT3I7mAo/vj7lzp1EwdCZgSSE9qnlTr5y6YH2kZPQh/N3SBLs6ECPdhuYVNGz7elfcx08laxv1n8UlPBcfVuvPq2lurK84vC8gZv2UNDls+3dTvELeWcBPh5FCI9udEhNMJoViB3P4128bt7dbLKt7MqT2ZK6bVko7LKLzqud7us3WXpq83MA5/QQVmFzsDKv+RXVHfx65bFM7Cqg7Ns81R12kbWTQdw1Wd1uU+z5GV5izt1xy5o3ir2GA1NYBqaLx+a1ire6F8rxaa737M+teBLki3JMjMtuj733jkfIn3dKN9WzqEDTX4QSAlMRfPJ11mGm7xVTQHyc/9yC6nYKq4Z4lsmmTQ+CIxJgGdmDLVxQj4QmAaBSe3bTwMJpYDAogmg+UWHl8pBoEQAzdMoIBAXATQfV7ypLQTQPG0AAnERQPNxxZvaQgDN0wYgEBcBNB9XvKktBNA8bQACcRFA83HFm9pCAM3TBiAQFwE0H1e8qS0E0DxtYBEEzBeKnJ87Kx9qU/sU2kXUu0Ml0HwHaCSZEgH1OqGnz+fHHz3eZI/Rki+murpP3oSB9LOgofkpNV/K4kzg+PCfeJidfHbl8eHu4Zg+XdJ4CGH6hGykr9GieedWRoIpEVBvnZJvkvhv9W27Tp9xWX4gLtLXUeOZGVNqwJTFj0D6CFvx+KKWR1YnhuL1iNlbBv2ynVnqscZ5ueWSX2Gx3TKzpjO54u7vxDOr1VtEs1fIlsqYvkv48uv7Z/1a0clVJHCBhtZ8tr2af+msrCTbLYFDvWj3Usv3V+KZinKA39/drz4VXiGbNrxE7PKye3fFMpmN8TC++mfX5x49P+a7O8fAQp7dCJQfTmo8jLj+ocfdMltAqqHH+aTjbHmvI9styxxegtRKjN/qLTTGdf0lG+Xlrr5YtkuhRrl0r0Q+zh6eCJSY3LdvtcgiR73dEkQmOI2bwCjjvB1ytlvsOGEFAScCU9Q82y1OIcQYAk4ERtF8+v7mwgs/5Sw++Zbkzb/0XXMx7606RRFjCNgTGHo9r1/8mxVRL+rlnV9f4vyWhH28sISAL4GhNe9bXtJDAAJ+BEaZ2/sVmdQQgIAHATTvAY+kEJghATQ/w6BRZAh4EEDzHvBICoEZEkDzMwwaRYaABwE07wGPpBCYIQE0P8OgUWQIeBBA8x7wSAqBGRJA8zMMGkWGgAcBNO8Bj6QQmCEBND/DoFFkCHgQQPMe8EgKgRkSQPMzDBpFhoAHATTvAY+kEJghATQ/w6BRZAh4EEDzHvBICoEZEkDzMwwaRYaABwE07wGPpBCYIQE0P8OgUWQIeBBA8x7wSAqBGRJA8zMMGkWGgAcBNO8Bj6QQmCEBND/DoFFkCHgQQPMe8EgKgRkSQPMzDBpFhoAHgf8DGoTslHVnVEEAAAAASUVORK5CYII=)

2>&1 means both error and output will go into a single file

>/dev/null means your output will be thrashed or store in a null file

COMMUNICATION:-

1. mail=used to send mail
2. wall=it send message to all users

ex:- wall “stop all your work”

DELIMITERS:-

Which separate fields

Ex: - cat /etc/passwd

Mani:x:0:0:mani:mani:/sbin/login

Here : is called delimiter